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Figure 1. SplatR is an Embodied AI agent, that solves the experience goal rearrangement task by building a 3D Gaussian splat as a
3D scene representation. The agent initialized in the goal setting, collects observation and builds the Gaussian Splat to save the goal
configuration. Reintroduced into the same world with shuffled object configuration, SplatR explores the scene and renders a consistent
view from the Gaussian Splat. Changes in the scene are detected by the similarity between corresponding patchwise features extracted
from DINOv2.
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Abstract

Experience Goal Visual Rearrangement task stands as a
foundational challenge within Embodied AI, requiring an
agent to construct a robust world model that accurately
captures the goal state. The agent uses this world model to
restore a shuffled scene to its original configuration, mak-
ing an accurate representation of the world essential for
successfully completing the task. In this work, we present
a novel framework that leverages on 3D Gaussian Splat-
ting as a 3D scene representation for experience goal vi-
sual rearrangement task. Recent advances in volumetric
scene representation like 3D Gaussian Splatting, offer fast
rendering of high quality and photo-realistic novel views.
Our approach enables the agent to have consistent views of
the current and the goal setting of the rearrangement task,
which enables the agent to directly compare the goal state
and the shuffled state of the world in image space. To com-
pare these views, we propose to use a dense feature match-
ing method with visual features extracted from a foundation
model, leveraging its advantages of a more universal fea-
ture representation, which facilitates robustness, and gen-
eralization. We validate our approach on the AI2-THOR
rearrangement challenge benchmark and demonstrate im-
provements over the current state-of-the-art methods.
Visualization

1. Introduction
Rearrangement challenge [2] is a pivotal benchmark in de-
veloping Embodied AI agents that can interact with the
physical world. It involves navigating through complex
scenes, exploring and recognizing the current state of the
world, reasoning about the changes in the world from a goal
state and manipulating objects in the regions of change to
bring it to the goal state where the goal specification can be
represented in terms of a geometric transformation, image,
language, experience or a predicate. This work focuses on
the experience goal setting, where the agent is immersed in
the environment at its goal state, letting the agent build a
representation of the world. The agent is then initialized in
a shuffled state of the same environment and is tasked to
rearrange it to the goal state.

The most significant parts of the rearrangement task with
an experience goal setting are the effectiveness of the repre-
sentation built when the agent is exposed to the goal setting
and the capability of the agent to compare the new state con-
figuration with the retrieved goal state configuration. The
model of the environment should be capable of encoding
the intricate semantics within the scene. Prior works have
focused on modelling the scene with a variety of methods
[27, 47]: scene graphs where nodes are objects and the re-
lation between objects are represented with edges [7, 33],

3D voxelized maps [38], 2D semantic maps [33, 35], point-
cloud based representation [22] and images [40].

However, these methods have disadvantages: 2D and 3D
semantic maps store object pose and semantic information
in a grid; this approach provides limited resolution, does
not inherently capture interactions between objects and is
prone to sensitivity issues and quantization errors. Although
pointcloud based representation can provide more robust-
ness to sensitivity, it lacks structural semantics: identify-
ing objects and their interactions with the world in a noisy
pointcloud is challenging. Scene graph based methods of-
ten assume a clear and well defined relationship between
objects, which often limits the granularity of scene under-
standing, and the abstract, ambiguous and complex interre-
lations between all the objects in the scene can be difficult
to capture in a rigid graph structure. Images, on the other
hand, provides rich visual information about the scene but
lack continuity across the scene. Since images are taken
from discrete locations, they fail to provide continuous in-
formation about the scene and, storing only limited view-
points makes it harder to infer the intricate dynamics of a
scene. To compare changes in the scene, the agent would
need to return to the exact location and viewpoint to capture
a consistent image, which may not be possible in a complex
and cluttered scene.

In this context, our work aimed to use 3D Gaussian
Splatting [10, 14] as a scene representation for the rear-
rangement task. 3D Gaussian splatting based volumetric
representation enables fast and real-time rendering of the
scene by optimizing a set of 3D Gaussian primitives and
is capable of synthesizing high quality and photorealistic
novel views. By training a Gaussian Splat of the goal set-
ting, the agent can freely explore the scene and render the
corresponding viewpoint from the splat using a virtual cam-
era, thus enabling the agent to have consistent view of the
current and goal setting. This volumetric representation
provides us with the benefit of both images and pointclouds:
continuous scene representation with high quality rendered
images that provides rich visual information regarding the
scene.

Consistent images from the current observation frame
and rendered view enable a direct comparison. Even though
the images are similar in their visual aspects, they are dif-
ferent at the pixel level. Image from the trained Gaus-
sian Splat is rendered by rasterizing 3D Gaussians to a 2D
plane, which might create artifacts in the rendered image.
Considering this, We implement a patchwise dense feature
matching method with patch-level features extracted from a
foundational model like DINOv2 [29] to compare the two
images. Patchwise matching with visual features is more
robust at handling variations than pixel-level comparison
methods. Visual features from a foundation model like DI-
NOv2 can capture semantically meaningful representations
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of the image patch. Changes in the scene can be recognized
by matching the features of corresponding patches across
the current and the rendered frame. patchwise changes in
the images from the current and the goal setting are then
grouped together to form object level masks. A category
agnostic matching with visual embedding is performed to
match objects in the current configuration with those in the
goal configuration.

We validate our method to perform the experience goal
based rearrangement task using the AI2THOR Rearrange-
ment Challenge [40] that utilizes the Room Rearrangement
(RoomR) dataset. The challenge has two phases: In the
Walkthrough phase, the agent is initialized in a room at a
certain state, and it explores and builds a representation of
the scene; In the Unshuffle phase, the agent is initialized
in the same room with shuffled object states and the agent
is tasked to restore the object states to the goal configura-
tion observed during the walkthrough phase. Our approach
shows improvement over the current state of the art methods
for experience goal rearrangement task.

2. Related Works
Visual Rearrangement; General rearrangement problem
involves manipulating objects in the scene, to change its
current state to a goal state. Our work focuses on a subset of
this problem that involves exposing the agent to the goal set-
ting before shuffling the environment and asking the agent
to bring it back to its original state. Prior works used end-
to-end methods [40], scene graph based planning [7], 3D
voxel grid based methods [38], combination of 2D semantic
map and memory graph [33] and pointcloud based match-
ing [22] to perform experience goal rearrangement task. In
detail, [40] employs a combination of CNN’s and embed-
ding layers to process input image, and an RNN module to
reason about the processed information. [7] encodes inter-
action between objects into a graph, where the edges are
encoded with an embedding vector. This continuous scene
representation is used for detecting changes in the scene.
[33] focuses on using a modular approach to solve the re-
arrangement task. It uses an out-of-place detection module
that uses visual features and language descriptions of the
object and its interrelations with the scene to detect whether
it is out of place or not, memory graph network to store
goal configuration and a visual search network to explore
the scene. In contrast to the above mentioned works that
uses an object detection module, [22] uses a category ag-
nostic matching of pointcloud representations created by
comparing differences in pointcloud in the shuffled and goal
configuration.

3D Gaussian splatting [14] has emerged as a prominent
method in novel view synthesis and 3D scene reconstruction
due to is fast differentiable rendering capabilities by opti-
mizing a set of 3D Gaussian primitives and splatting them to

a 2D plane. Works like [6, 31, 39, 44, 48] used 3D Gaussian
splatting for modelling underlying physics and dynamics of
the scene, [3, 4, 8, 21, 24, 42, 43, 46] extended 3D Gaussian
Splatting to dynamic scenes, [5, 10, 11, 41] focused on ge-
ometrically accurate surface reconstruction from 3D Gaus-
sian splatting and [30, 36, 49, 51] emphasizes on embed-
ding language and semantics to 3D Gaussians for 3D scene
understanding. Subsequent works have also shown the util-
ity of using 3D Gaussian Splatting for navigation [19, 28],
SLAM [12, 13, 20, 25, 45, 50] and manipulation [1, 23, 37].

3. Method
3.1. Experience Goal Visual Rearrangement

Visual Rearrangement in general follows Partially Observ-
able Markov Decision Processes (POMDPs) [2], where the
agent no access to the state space S. State space of the
world S in rearrangement is generally represented as the
Cartesian product of states of all the rigid bodies Si within
the world. Each state of a rigid body can be represented as
Si = R3 × SO(3), where R3 represents the position and
special orthogonal group SO(3) represents the orientation
of the rigid body. The state space for a world with n objects,

S = (R3 × SO(3))1 × (R3 × SO(3))2 . . . (R3 × SO(3))n
(1)

3.2. Overview

SplatR is the first method to use Gaussian Splatting for ex-
perience goal rearrangement task. During the first phase of
the task, the agent is immersed in a scene where the objects
are in the goal configuration. The agent explores the envi-
ronment to collect data from multiple viewpoints (Sec. 3.3).
The agent uses this data to train a Gaussian Splat of the goal
setting (Sec. 3.4). In the second phase of the task, the agent
is initialized in the same scene with shuffled object states.
As the agent explores the shuffled scene, the agent uses a
virtual camera in the trained Gaussian Splat to render im-
ages of the goal configuration. By using patch-wise dense
feature matching with DINOv2 (Sec. 3.5), the agent rec-
ognizes the regions in the current observed image, which
differ from the goal setting and vice-versa. These regions
and their spatial and semantic information are stored sepa-
rately as objects in the current and goal setting. At the end
of exploration, the agent uses a category agnostic semantic
matching method (Sec. 3.8), to find objects in the current
scene configuration that are similar to objects in the goal
configuration. The agent uses these matched object pairs to
perform the rearrangement task. Overall pipeline of SplatR
is presented in Fig. 1.

3.3. Exploration and Data Collection

Intelligent exploration is crucial in collecting high quality
data for training the Gaussian Splat. The agent must ensure
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that the scene is fully explored and well observed to avoid
any artifacts. To ensure this, SplatR incrementally builds a
2D map of the scene, we leverage the 2D map module from
[33] for keeping track of obstacles in the scene. The ex-
ploration strategy is designed in such a way that the agent
covers the entire scene. This is done by randomly sampling
a point on the unexplored traversable regions of the map at
that timestep, using a fast-marching method [34] to navigate
to this point and allowing the agent to add increments to the
map, as it explores new regions of the scene. This is contin-
ued until all the traversible regions have been explored. The
obstacle map is built only when the agent finds an obstacle
in front of it. This ensures that all the obstacles in the obsta-
cle map are built when the agent is close to those obstacles,
thus ensuring close-up views of objects.

For every timestep, the agent saves RGB image, position
and orientation of the agent with respect to the world frame,
and the pointcloud data. At the end of exploration, the
pointcloud is downsampled to a lower resolution by aver-
aging points within a specified voxel grid size. This is done
to limit the amount of Gaussians initialized during training,
which reduces the overall computational overhead.

3.4. Gaussian Splatting

SplatR builds a Gaussian Splat based volumetric represen-
tation [14] of the scene, to perform the rearrangement task.
This representation is constructed by initializing a set of
Gaussians in the scene and optimizing their parameters.
Each Gaussian g is parameterized by its mean µg ∈ R3,
3D covariance Σg that is parameterized by a scaling vec-
tor sg ∈ R3 and rotation matrix Rg , opacity αg ∈ [0, 1]
and RGB color C which is represented by a set of spheri-
cal harmonic coefficients. For a point x ∈ R3 in 3D space,
the 3D Gaussian equation (Eq. (2)) and the parameterized
covariance (Eq. (3)) :

Gg(x) = e−
1
2 (x−µg)

TΣ−1
g (x−µg) (2)

Σ = RSSTRT (3)

Gaussian splatting uses differentiable rendering with a
tile-based rasterizer [14] to rasterize 3D Gaussians to a 2D
image plane [52]. The rendered color of a pixel p = (u, v)
in the 2D image (Eq. (4)) :

C(p) =
∑
i∈N

ciαiG
2D
i (p)

i−1∏
j=1

(1− αjG
2D
j (p)) (4)

where N is the number of Gaussians in the tile, ci is the
color of the i-th Gaussian and G2D

i (p) is the 2D projection
of 3D Gaussian Gi(x) in equation Eq. (2), where G2D(.)
is parameterized by the covariance matrix in camera coor-
dinate frame Σ′. According to [14], Σ′ is computed using

the viewing transformation matrix W and the Jacobian J ,
which is the affine approximation of the projective transfor-
mation.

Σ′ = JW Σ WTJT (5)

After training the Gaussian Splat, the agent is initialized
in the same scene with shuffled object configuration. We
use the camera intrinsics and the current pose of the agent
to initialize a virtual camera in the Gaussian Splat that views
the world from the same viewpoint as that of the agent. The
virtual camera is designed to follow the same trajectory as
that of the agent in the shuffled scene, so at any timestep,
the agent has the currently observed image and the corre-
sponding consistent image of the scene before shuffling the
object states. This allows the agent to make a direct compar-
ison between the images. An overview of the scene change
detection pipeline is presented in Fig. 2

3.5. Patch-Wise Dense Feature Matching

We utilize patch-level features extracted from the DINOv2
[29] model to recognize changes in the image. We se-
lected a foundational model like DINOv2 over the latent
feature representation of a task specific model trained on the
dataset used in this work, to enhance transferability across
diverse datasets and real-world applications. DINOv2’s
task-agnostic training on a large and diverse corpus endows
it with robust generalization capabilities. DINOv2 follows
a vision transformer architecture where an image input re-
turns a class token, patch tokens with patch size 14 and op-
tionally 4 register tokens. Images from the current IC and
goal IG setting are passed through the DINOv2 model to
get their corresponding patch-wise features fC and fG. We
compute the cosine similarity Sij between extracted fea-
tures fC

ij and fG
ij of corresponding patch (i, j) in the cur-

rent and goal configuration, to determine if those patches
are similar or not. We group adjacent similar patches, that
are dissimilar across the current and rendered image to form
objects.

Sij =
fC
ij · fG

ij

∥fC
ij ∥∥fG

ij ∥
(6)

The detections retrieved from the patchwise feature
matching method can often be noisy. This is generally due
to artifacts in the trained Gaussian Splat. It has been ob-
served that these artifacts generally occur on plain or re-
flecting surfaces like walls or mirrors. Since the agent has
access to all the object names in the RoomR dataset, to ad-
dress the noisy detections, the agent computes the similarity
(cosine similarity of CLIP feature vectors of the region and
object names) of the detected region with the list of objects
conditioned with the words ”wall” and ”mirror”. If the com-
puted similarity is highest for the conditioned terms, it will
likely be a false detection.
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3.6. Object Nodes

For every object level detection, SplatR stores an object
node for the shuffled and goal setting separately. This ob-
ject node consist of the corresponding image I , mask m,
semantic information: CLIP [32] embedding g of an im-
age cropped along the objects mask and spatial informa-
tion: center coordinate p and pointcloud P in world space,
of the object. Since we use patchwise features, the masks
for objects in the scene are not accurate. To address this,
we use segment anything model [15] (SAM) to find the ac-
curate mask, by prompting the image with a bounding box
prompt, where the bounding box is along the mask obtained
from grouped DINOv2 patches.

Although an accurate mask is essential for manipulating
misplaced objects, running SAM along with DINOv2 for
every step is computationally inefficient. To optimize this,
we store only masks derived from DINOv2 for each node
and compute accurate masks for object nodes after the ex-
ploration phase.

3.7. Merging Objects

For each incoming object node, the agent calculates a simi-
larity Φnode index based on its visual Φvis and spatial sim-
ilarity Φsp to the nodes stored in memory. For an incoming
object node O and a node Oi in the memory (of N nodes)

Φnode
i (O,Oi) = δΦvis

i (O,Oi) + (1− δ)Φsp
i (O,Oi) (7)

where δ is a weighting factor.

Φvis
i (O,Oi) =

g · gi
∥g∥∥gi∥

(8)

Φsp
i (O,Oi) = nnratio(P, Pi) (9)

where nnratio [9] is the proportion of points in the point-
cloud P , that have nearest neighbors in pointcloud Pi of the
i-th object Oi.

The similarity index Φnode is used to match the incom-
ing node with the existing nodes in memory. If the highest
similarity between the incoming node and an existing node
Oj in memory exceeds a predefined threshold for τsim, the
new node is merged with the corresponding existing node
j. After merging, we store the information from both views
of the same object. The new feature vector gj of the node
Oj after fusing it with incoming node O of feature vector g
is given by,

gj =
nj
o · gj + g

nj
o + 1

(10)

Where nj
o is the number of merges that node Oj has gone

through prior to its merging with the current incoming node
O.

3.8. Category Agnostic Matching

The agent continues to build up the object level nodes un-
til the end of exploration. After completely exploring the
scene with shuffled object states, the agent uses the clip em-
bedding g stored in the object nodes O for matching those
in the current setting with the goal setting. Instead of classi-
fying objects and matching them based on their classes, we
directly compare the visual features of the objects. By do-
ing so, we circumvent the potential inaccuracies associated
with object detection.

At the end of exploration, we have a set of object nodes
ηs = {O1

s , O
2
s , . . . , O

1
s} and ηg = {O1

g , O
2
g , . . . , O

1
g} cor-

responding to the shuffled configuration and goal configu-
ration respectively. The matching between ηs and ηg can be
considered as a weighted bipartite matching problem, where
the weight is the cosine similarity between clip embeddings
in the object nodes. For an object node i in ηs and an object
node j in ηg , the strength of edge between these two nodes,

Sobj(Oi, Oj) =
gsi · g

g
j

∥gsi ∥∥g
g
j ∥

(11)

We use the Hungarian algorithm (Kuhn Munkres algo-
rithm) [18], to find the optimal matching in this bipartite
graph. We have also experimented with a greedy assign-
ment strategy, where each object node from the current set-
ting is matched with the object node in the goal setting
with the highest similarity (cosine similarity between fea-
ture vectors f of both object nodes), in a sequential first
come first serve manner.

3.9. Rearranging the Scene

Category agnostic matching provides the agent with a set
of object node pairs, where each pair consists of a shuffled
object node from the simulated scene matched to its cor-
responding configuration in the goal state. These matched
pairs are ordered by similarity and processed sequentially
to complete the rearrangement task.

Accurately picking up an object requires determining its
precise position in 3D space. However, the patchwise masks
generated by our pipeline are insufficient to capture the full
geometric extent of an object. To obtain accurate masks,
the image stored in the object node and with a bounding
box prompt along the object’s patchwise mask, is provided
to SAM, which then returns a refined mask of the object.
This refined mask is used for picking up the object. This
process in visualized in Fig. 3.

4. Experimental Setup
4.1. Rearrangement Task and Dataset

We use the AI2-THOR rearrangement challenge as a bench-
mark [40] for evaluating our method. This challenge is
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Figure 2. Overview of the scene change detection and storage framework. Images, observed by the agent and rendered from the Gaussian
Splat are compared with a patchwise feature matching method. The resulting detections are stored as an object node. The patchwise feature
visualization above is generated by taking the PCA (principal component analysis) of combined features in image of the current and goal
setting.

Figure 3. Left: Mask for an object generated by accumulating
similar patches, that are dissimilar across the current and the goal
setting. Right: Accurate mask obtained from SAM, for the same
object observed during rearrangement.

based on the Room Rearrangement dataset (RoomR), built
on AI2-THOR [16] virtual environment. The RoomR
dataset consist of rearrangement tasks with 120 rooms that
include kitchen, living room, bathroom, and bedroom, and
more than 70 unique object categories. This challenge has
two tracks: 1-Phase and 2-Phase task.

We test our approach on 2-Phase task of the AI2-THOR
rearrangement challenge. 2-Phase task comprises of two
stages: Walkthrough stage, where the agent is immersed
in the goal setting and Unshuffle stage, where the agent is
initialized in the same scene with shuffled object states and
the agent is tasked to rearrange them to their initial states.
For each episode there can be 1-5 objects whose state has
been changed in the unshuffle task. State changes can occur
either through changes in the object’s position or through

variations in its degree of openness. The degree openness
quantifies, how far an openable object like cabinet is opened
or closed. To complete a rearrangement task, the agent will
have to replace all the objects whose pose has been altered
and change the degree of openness of all the objects to what
it was during the walkthrough stage. The number of steps an
agent can take in the scene is limited to 700 for walkthrough
stage and 1200 for unshuffle stage.

Training a Gaussian splat for each environment takes
around 20-30 minutes, depending on the scene extend. As
the size of the scene increase, the number of Gaussians
needed to represent the scene also increases and since we
are directly optimizing the Gaussians priors to create a
Gaussian Splat of the scene, increase in the number of
Gaussians increases the training time. we evaluate our
pipeline on a subset of this dataset, by randomly sampling
26 episodes from the dataset. Since all the models that we
use for detection and segmentation are not trained on any
of the scenes from the RoomR dataset, all the results shown
for our agent in Tab. 1 are the zero-shot performance of the
agent.

4.2. Evaluation Metrics

The following are the metrics in the AI2-THOR rearrange-
ment challenge [40], that used to evaluate the performance
of SplatR .

Success rate, Indicates whether the agent has success-
fully completed a task or not. It is a binary value that equals
1 if all the objects in the unshuffle stage are in their goal
state, at the end of the episode.
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Method % Fixed Strict↑ % Success↑ Misplaced↓ Energy Remaining↓
Ours 36.35 3.85 0.62 0.63

TIDEE [33] + open-everything 28.94 11.70 0.73 0.71
TIDEE [33] 11.60 2.40 0.94 0.93
CAVR [22] 24.25 8.90 0.80 0.80
MaSS [38] 16.56 4.70 1.02 1.02

Table 1. Comparison of results obtained by our approach with other State of the art methods in AI2-THOR rearrangement challenge dataset
(RoomR dataset). Green color indicates the best result for a given metric.

Method % Fixed Strict↑ % Success↑ Misplaced↓ Energy Remaining↓
SplatR - Hungarian Matching 36.35 3.85 0.62 0.63
SplatR - Greedy Assignment 30.25 3.85 0.69 0.71

Table 2. Comparing the performance of our pipeline with Hungarian matching and Greedy Assignment strategy, for matching shuffled
objects detected in the current setting with the goal setting. Green color indicates the best result for a given metric.

Method % Fixed Strict % Fixed
SplatR (HM) 36.34 38.91
SplatR (GA) 30.25 31.53

Table 3. Comparison between % Fixed and % Fixed Strict for
SplatR with Hungarian Matching (HM) and Greedy Assignment
(GA).

% Misplaced, This is the ratio of number of objects mis-
placed at the end of an episode in unshuffle task to the num-
ber of objects misplaced at the start of that task. This metric
can exceed 1 if the agent misplaces more objects than to
begin with, during the unshuffle phase.

% Fixed, This metric is the ratio of number of objects
that were rearranged successfully to the number of objects
in the shuffled configuration at the start of an episode in the
unshuffle phase.

% Fixed Strict, This metric is similar to % Fixed, but
if any object that was already in the goal state was moved
then this metric is set to zero.

% Energy Remaining, is used to provide the agent with
partial credit, for partially completing a task. There can be
instances when the agent placed an object very close to the
goal position, but the IOU of the current object with the cor-
responding object in the goal setting is not sufficient enough
to consider it in the other metrics. This metric is computed
as the ratio between the amount of energy at the end of the
rearrangement task to that of the start. The energy function
is a distance metric which increases from zero as the current
object pose moves away from the goal pose.

5. Results and Discussion

5.1. Overview of Results

We compare the performance of our method with other
state-of-the-art (SOTA) methods in Tab. 1. SplatR improves
upon the current SOTA on % Fixed Strict, % Misplaced and
% Energy Remaining. Improvement to fixed strict suggests
that our method was able to successfully rearrange more ob-
jects in the scene, compared to other SOTA methods. With
a lower misplaced percentage than other methods, SplatR
was able to undergo rearrangement task with minimal dis-
ruption to objects that were not shuffled in the unshuffle
phase. Lower value of % energy remaining suggests that
SplatR rearranged more objects close to its goal location,
without entirely completing the task.

We conducted an ablation analysis of our pipeline us-
ing two distinct object matching strategies to align object
nodes in the shuffled configuration with those in the goal
configuration: Hungarian algorithm and a greedy matching
strategy, the results of which are presented in Tab. 2. SplatR
with Hungarian matching algorithm outperforms the other
method. This can be attributed to the optimal assignment
guarantee of the Hungarian algorithm by finding pairs that
minimizes the overall cost. However this comes with the
cost of higher computational overhead, with a time com-
plexity of O(n3). On the other hand the greedy assignment
strategy has a fast execution with time complexity of O(n),
but provides a suboptimal solution to the bipartite match-
ing problem. Since the RoomR dataset consists of single
room environments with a relatively small area, the num-
ber of nodes (objects that needs to be rearranged) in the
bipartite graph is sufficiently small, allowing the Hungar-
ian algorithm to be used for matching without introducing
significant latency.
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5.2. Higher Fixed Strict and Lower Success Rate

A % Fixed Strict of 36.35 (Tab. 1) indicates that SplatR
was able to rearrange 36.35% of shuffled objects back to
their goal configurations without altering the states of non-
shuffled objects. While this percentage outperforms other
methods in this dataset, the overall success rate remains
significantly lower. In the rearrangement task, an episode
is deemed successful if the agent can restore all shuffled
objects to their goal states without disturbing those already
correctly positioned. State of an object in RoomR dataset
can be altered by moving it to a new location (chang-
ing its position R3 and orientation SO(3)) or by opening
or closing an object to a certain degree. However, our
pipeline, which matches object nodes across scenes in a cat-
egory agnostic manner, does not distinguish between pick-
ing/placing an object and adjusting its openness. Therefore,
our pipeline focuses exclusively on repositioning objects.
This limitation means that for episodes requiring objects to
be opened or closed, the success rate will be zero, even if
all other objects are repositioned correctly.

5.3. Minimal Misplacement of Objects

Another significant advantage of SplatR over prior ap-
proaches is its ability to complete the rearrangement task
with minimal state changes in objects already at their goal
configurations in the shuffled world state (objects that were
never shuffled). This advantage is reflected in Tab. 1, where
SplatR achieves the lowest values for both Misplaced and
Energy Remaining. Furthermore, the close alignment be-
tween the % Fixed Strict and % Fixed values in Tab. 3
suggests that the agent exhibited a very low rate of false-
positive detection of objects to rearrange.

5.4. Limitation and Future Works.

SplatR leverages on DINOv2 to extract patchwise features
from images, with a fixed patch size of 14x14. For small ob-
jects, like pencils, this patch size may be too coarse to cap-
ture fine details effectively. Additionally, using Gaussian
splatting to model scenes can be memory intensive, which
limits scalability. To address these issues, subsequent works
may focus on utilizing a Gaussian Splatting model induced
with semantic features to improve scene representation. In
our current approach, the agent explores by sampling points
in the unexplored traversable areas of the map until full cov-
erage is achieved. However, this method is suboptimal, as
it requires more steps than necessary. Future research may
focus on developing a semantic based exploration strategy
to minimize exploration costs and increase efficiency.

6. Conclusion
We present SplatR , a novel approach to solve experience
goal based rearrangement task. SplatR uses 3D Gaussian

Splat as a 3D scene representation for robotics. By using
the ability of 3D Gaussian Splatting to render novel views
faster, the agent can render images of the goal setting from
any viewpoint with a virtual camera initialized in the splat.
This allows the agent to freely explore the scene, with the
guarantee that it knows how the environment was before-
hand. Consistent and corresponding images allow us to
use a dense feature matching method with DINOv2 patch
features, to recognize the changes in the scene. We test
our approach on the AI2-THOR rearrangement challenge
benchmark and show that our approach provides improve-
ment over the current SOTA methods. We hope that our
work opens up innovative and exciting avenues in using 3D
Gaussian Splatting as a world model [26] for Embodied AI
[17].
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[26] Andrew Melnik, Felix Schüler, Constantin A Rothkopf, and
Peter König. The world as an external memory: The price
of saccades in a sensorimotor task. Frontiers in behavioral
neuroscience, 12:253, 2018. 8

[27] Andrew Melnik, Michael Büttner, Leon Harz, Lyon Brown,
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